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3. **Design Trade-off**
4. We will be using a publish-subscribe architectural design, which will allow us to have low coupling between our modules, as well as high flexibility of how our modules fit together (as they primarily just need to be able to publish or subscribe to one another). However, the tradeoff is that we may have some difficulty in the testing process as we must make sure each message is delivered properly between publishers and subscribers, which may cost us some testing time.
5. **Prototyping**
6. We will be using rapid prototyping so that we will be able to test out different algorithms and libraries while completing our project along the way, and saving us time. Each member will be able to work on his module by using these prototypes so that he can test his prototype to make sure his module works, and later on integrate his module with other team members’ through an action module.
7. **Technical Difficulties and Solutions**
8. One technical difficulty with our project is the speech recognition module. The current library that is being used has about 50-60% accuracy, which isn’t good. Various testing shows that the speech recognition is sometimes very off, or confuses user’s speech with similar sounding words; for example, if the user says “Hi,” the speech recognizer would hear “high” instead. A solution is to find a better speech library that would hopefully improve the speech recognition overall. We will also take into account of all similar sounding words, and add those words to the commands that Jarvis will recognize; for example, make sure Jarvis can recognize “Hi” and “high” as a greeting.
9. While the base program that we are using has great facial detection, a technical difficulty is that its recognition system doesn’t always work properly. For instance, Jarvis might confuse the user for someone else. One solution is to train Jarvis by having Jarvis take more pictures of the user. Another solution is improve the facial recognition algorithm. While the former option is easier, it may be bothersome and time consuming for each user to take so many photos of themselves. The latter solution would help make Jarvis a higher quality program, although much more difficult to implement.
10. **Maintainability**
11. Using the publish-subscribe design, for the project to run as a whole, each module communicates through the action module. For instance if the user calls for weather updates, the speech recognition will parse the user’s voice, and, through the action module, call for the RSS feeds from a weather website, and these feeds will be sent to the speech construction module, to tell the user the weather. If something goes wrong with one module, the whole program might be affected. But since each module’s own functions are independent, it should be easy to locate the issue and fix any faults that occur. Without interfering with other modules.
12. **Reusability**
13. With a high decoupled design, each of our modules can function dependently of one another, and so each module can be reused in other programs, such as those requiring facial recognition, RSS feeds, speech construction or recognition.
14. **Testability**
15. Our project has a high decoupled design, and so each module can be tested independently from one another. Our project will also be testable when all our modules are integrated. However, since we are using the publish-subscribe design, once our module is integrated, we will test each module to make sure that all subscribers get the messages from the correct publisher, and all publishers send the right messages to the right subscriber, making the testing process highly involved.
16. **Risks**
17. Using a publish-subscribe architecture, we may encounter issues in the future, if we decide to add new modules. Since the modules are subscribed to the user’s speech and the action module, we must make sure that future modules are subscribed to the user and the action module (whichever that applies), and update the action module to be able to call the added module so that Jarvis functions properly.